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Summary

Spreadsheets are widely used by non-professional programmers to develop busi-
ness applications. These programmers vastly outnumber the professional ones
creating millions of spreadsheets every year (Scaffidi et al.|2005]). Spreadsheets
are quite flexible, but they are also very error prone (Rajalingham et al.|[2001)).

We have shown that the use of business logic specifications for spreadsheets
can prevent errors and improve users productivity (Cunha/[2010). Using such
a Model-driven Engineering (MDE) approach, the user is responsible to syn-
chronize the (spreadsheet) models and instances. This is a complex and error
prone task, since users may introduce data that violate the model. Moreover,
the spreadsheet model may evolve over time and, therefore, the data has to be
adapted to conform to the new model.

In this project we will study bidirectional transformations (BT) (Czarnecki
et al.[2009) not only to synchronize a model with its instances, but also to allow
updates in different views on spreadsheets. We will also study how specific
features of spreadsheets that can influence BTs, namely, the space embedded
computations, the lack of recursion and the use of layout.

State of the art

Bidirectional Transformations

BTs is a recent and active area of research. A unidirectional program transfor-
mation is a function that maps inputs, usually called source, into output, called
target. A bidirectional transformational system considers also a function that
maps the target into the source. In such systems users can update both the
source and the target and the BT system is responsible for synchronizing the
two objects.

Consider for example a WYSIWYG HTML editor: users can edit both a
pretty printed version of the document as displayed by a browser or the HT'ML
textual representation. BT provides programmers with powerful mechanisms to
interact with software systems.

A BT between two sources of information A and B (e.g., a database and
a view) comprises a pair of unidirectional transformations: one from A to B,
called the forward transformation, or “get” , and another from B back to A,
called the backward or reverse transformation or “put” . In these cases, A is
called the input (source) and B is called the output (target). In BTs, the “get”



can be an arbitrary function and since it may discard information, the “put”
typically takes two arguments: an updated output and the original input as
illustrated in Figure 1 in the file attached to this proposal.

Programming Languages: Programs in the language biXid consist of pairs
of intertwined grammars (Kawanaka and Hosoya||[2006), and the transforma-
tions are obtained by parsing according to the rules in one grammar and pretty
printing according to the rules in the other.

Pierce et al. designed lenses theory, that is, primitives that denote two
transformations and combining forms that preserve bidirectionality

ot aL]2008).

Databases: To solve one of the main problems in databases, the view update
problem (Dayal and Bernstein![1982), recent studies focused in the investigation
of algebraic transformations with known properties, for instance, Both-as-View
(McBrien and Poulovassilis|[2003)).

Research has been done to investigate transformations between different
metamodels of databases, in particular: objects, XML and relations. The
objects-relations case is well established (Melnik et al. |2008), but the other
cases are substantially more difficult, given the difference of their expressiveness
(Lammel and Meijer|2007)).

Model-Driven Engineering (MDE): Diskin proposed an algebraic approach
(Diskin|[2008) for MDE. Another automatic approach is described by Xiong et
al. in (Xiong et al.|2007).

The model-transformation scenario for co-evolution of metamodels and mod-
els, is closely related to BT. Such co-evolution is an instance of the notion of
coupled transformations (Vermolen and Visser|2008)).

In previous work we have explored model-based evolution of spreadsheets,

under the MDE setting (Cunhal[2010)).

Spreadsheets

There is little work by the programming language community on the foundations
of spreadsheets, being the work of Burnett and Erwig the exception.

Abraham et al. have applied to spreadsheets various software engineering
principles In (Abraham and Erwig|[2007)) they describe techniques for checking
the impact of changing a cell value in the rest of the spreadsheet.

They also describe how to automatically infer templates from spreadsheets
(Abraham and Erwig||2006). These templates ensure that the user’s changes
conform to the template. The performance of a tool to automatically do the
inference is also presented.

In the context of the PURe project, Oliveira describes a
pointfree calculus and refinement laws for spreadsheet. He shows how a binary
representation of an n-ary relation makes sense in the context of a database
theory, and how lengthy formulae can become very simple and elegant. We
have used this calculus in our work on mapping spreadsheets to databases and
back (Cunha et al.[2009).




Objectives

With our work, we will answer the following questions:

- There are a plenty of opportunities to study BTs in the spreadsheet realm,
but the particularities of spreadsheets pose some challenges. For example, will
the fact that the data and the computations are not separated cause difficulties
in the calculation of the new inputs (using “put” )? Are the current theories
and techniques for BTs enough for spreadsheets? Can the lack of recursion in
spreadsheets be beneficial in the application of BTs since it is a simplification
compared to other languages?

- We will study to which extent it is possible to keep two or more spreadsheets
synchronized. For example, can we synchronize without loosing any information
from both spreadsheets? Will we lose data or layout information? To which
extent can the specifics of spreadsheet help in the synchronization?

- To which extent can we keep a spreadsheet and a database synchronized?
Can we keep the layout information in the database representation, for exam-
ple, using an auxiliary table? And how to create a layout for the data in a
spreadsheet? Each table in a different sheet?

- We will study the best way to keep spreadsheet instances conform to their
business models. Do we need to constantly enforce this conformance? Or can
we change one of them and then synchronize?

- The ultimate objective is to produce techniques that can help users. Thus,
some questions arise: Can these techniques help users to safely work with spread-
sheets? Will they help users committing fewer errors? And helping them being
faster doing their tasks?

- Can all the tasks we proposed result in non-invasive techniques and tools?
The less interruption and distraction we cause to the user, the better: if the
users get new features with no effort, our results will have more impact.

Description of the Tasks

Bidirectional Spreadsheets

Spreadsheets have two possible views: one view contemplates the formulas and
another focused on the results of these formulas.

One of the biggest sources of errors in spreadsheets is the replacement of
a formula by a value, involuntarily or to have the correct value in such cell.
In fact, this can be useful: if this change was back-propagated to the rest of
the spreadsheet the user could have the perception of the reason why that
result is wrong. In fact, a similar approach is followed in (Abraham and Erwig
2007). We will use BTs to achieve this goal. The “get” function is the usual
spreadsheet mechanism, that is, receives a spreadsheet and calculates the results
of all formulas. The “put” function will receive the same spreadsheet and the
results that the user wants and will produce a new updated spreadsheet with
the correct values in the corresponding cells. As expected, the “put” function
may be ambiguous. How to handle this ambiguity is a challenge and deserves
further studied.

Spreadsheets greatly differ from other languages also because they have space
embedding computations. Their layout must be considered in the transforma-



tions, which does not occur in other languages. In fact, this can help to produce
better “put” functions because usually it is possible to infer knowledge from the
layout (Cunha et al.|2009)).

Another peculiarity of spreadsheets is that they lack recursion and thus
computations are simpler. This means that the calculation of the “put” function
can be more precise.

Incremental computation is about maintaining the input-output relationship
of a program, as the input undergoes changes. The changes in the input may be
such that one do not need a complete re-computation of the output. Adaptive
Programming and Function Memoization are among the techniques proposed to
achieve incremental computation (Acar et al.|2002). We will develop the BTs
techniques here presented in an incremental way.

Synchronization of Spreadsheets

Imagine a situation in a company where one department works on part of a
spreadsheet, a view, and another department on a second view. The adminis-
tration probably needs to view the complete spreadsheet. The synchronization
of two or more software artifacts is not an easy task.

In previous work we defined transformations under the theory of data re-
finements (Cunha et al.[|2009)) defining two levels of transformations: on one
level, functions to transform one datatype into another and vice versa, and on a
second level, functions to migrate the values of such types back and forth. This
is almost a BT, but it does not synchronize the changes. Instead it erases the
old value and replaces it by the new one.

We will define a formal language for specifying the synchronization of spread-
sheets. With this language it will be possible to define a spreadsheet transforma-
tion that is bidirectional. We will take under consideration spreadsheet specifics,
that we know from experience (Cunha et al.[2010), can be very useful.

Synchronizing Spreadsheets and Databases

One can imagine a situation where a database is accessed by several kinds of
users: professional programmers probably access the database using the most
common language, SQL, and non-professional users can access it using a spread-
sheet as a view.

In previous work we defined a formal connection between spreadsheets and
databases (Cunha et al.[2009). Although this connection allows the transforma-
tion of a spreadsheet into a database and vice versa, it does not allow synchro-
nization between them. In this task we will define BTs between spreadsheets
and databases. Both the spreadsheet and the database can be the source and the
view. Thus, the transformations must be studied in both directions, that is, we
need to define the “put” and the “get” functions from spreadsheets to databases
and vice versa. The changes performed by each kind of users should be reflected
in all the views of the database. This problem is know as the view-update prob-
lem and has been studied in the context of databases (Dayal and Bernstein
1982). To create a solution for databases and spreadsheets is challenging for
several reasons: in contrast to databases, spreadsheets have spacial constraints
and, moreover, spreadsheets are usually not normalized as databases.



Notice that tools such as Excel can import data from database, but synchro-
nization is not possible. Our work will extend importing to synchronization.

Bidirectional Models for Spreadsheets

Another interesting research path is the BT between a model of a spreadsheet
and its instances. One can imagine a situation where a professional programmer
could define a formal model for a spreadsheet using, for example, ClassSheet
(Engels and Erwig|2005) models. On the other hand, end users would have their
own spreadsheet to work on.

We will define techniques to keep the spreadsheets synchronized with the
models. Moreover, to reflect changes in the spreadsheet in the model is also
an objective. In fact, the bidirectional interaction between the model and the
instances is the goal. In this case, the source is the spreadsheet and the target the
model meaning that the “get” would be from the spreadsheet to the model and
the “put” from the model (and a spreadsheet) to the new updated spreadsheet.

Human Validation

It is important to formally validate the techniques developed during this project,
but it is equally important to validate them and the results with users of spread-
sheets.

We will organize and run studies to assess how well BTs work in practice.
We will study their impact in error committing and speed of users doing their
tasks. The experience of the team in such studies can help us to define studies
that produce significant validation for our techniques.

This post-doc project will be developed in the context of both a research
project granted by FCT, “SpreadSheets as a Programming Paradigm”, and an
industrial connection to Software Improvement Group, The Netherlands, that
is involved in projects with large and real spreadsheets. We will use some of
those spreadsheets to validate our approach.

Bidirectional Spreadsheets Framework

The techniques produced by our work can have much more impact if tools are
available for users. This team has a lot of experience developing tools, also
for end users (Cunha et al|[2009, 2010; |Abraham and Erwig||2006). We have
the needed experience to design and implement a framework integrating the
techniques studied in this work. A web page containing the information of the
project will be available and this framework will be distributed as open source
software so it can be reused in other projects.

Notice that usually end users are reluctant to change the way they normally
work. To overcome this issue, we will produce techniques and tools that work
as automatically as possible, that is, without interrupting the user. In fact, we
should let end users do work in the way they are used to working, but inject
good design decisions into their existing practices.

We would like to stress that the line of work described here is not a simple
continuation of the recent PhD thesis of the candidate. However, the expertise
acquired during the PhD period will be of great relevance to achieve the goals
of this project.
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