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Abstract

With increasing use of computing systems while on the move and in
constantly changing conditions, whether it is via mobile devices, wear-
able computers or embedded systems in the environment, time plays an
increasingly important role in interaction. The way in which information
is represented in an interface is fundamental to interaction with it, and
how we use the information in the users tasks and activities. Dynamic
representations where the user must perceive changes in the information
displayed over time pose a further challenge to the designer. The diminu-
tive size and limited display capabilities of many ubiquitous computing
devices further motivate careful design of these displays. In this paper we
look at how time can be taken into account when reasoning about rep-
resentational issues from the early stages of design. We look at a model
which can be used to reason about these issues in a structured fashion,
and apply it to an example.

1 Introduction

In this paper we look at how time can be taken into account when reasoning
about issues of representation from the early stages of design. Time plays an
important role in the “interaction experience” [14], and as such should be con-
sidered when designing interactive systems. Issues such as mapping actions to
effects, causal reasoning, prediction of future states of a system where continuous
dynamic information is involved, all must be addressed with time considerations
in mind.

Reasoning about design, in the context of interactive systems, implies rea-
soning about how useful and easy to use those systems will be. In this context,
assessing the quality of a design is no easy task. Although there are a number
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of human-factors oriented studies which have resulted in design guidelines and
rules, these cannot be turned directly into a set of properties that all systems
must obey. In a specific design context, whether a guideline is applicable or
not is always debatable. It might even be the case that a guideline is wrong
[21]. This is especially true when designing for novel interaction techniques and
paradigms.

Issues of representation are fundamental in what we perceive and the way
we think and solve problems [12]. The increasing use of novel physical form
factors is likely to increase the importance of external representations in infor-
mation technology applications [24]. In this paper we concentrate on issues of
representation and time. We propose a model to reason about representational
issues where time is involved. We then show how this model can be used to
reason about a dynamic information display representing a (variable) informa-
tion transfer rate. This work follows from previous work on representational
reasoning in [7] and [6].

2 Information Representations and Time

The user interface of a system should help users understand and control the
system’s state and behaviour, or that of a process manipulated through the
system. In this context, the perception the users have of both the state the
system is in and of how the system behaves is vital. The user interface must
provide an accurate and understandable representation of the system’s state,
and provide clues towards what the effect of the various actions that are possible
will be.

Time plays a relevant role in both how systems are used and perceived. In
[9] it is discussed how small differences in the time it takes for a user to perform
different actions can influence the interaction strategies adopted. The time the
system takes to react to user input can also have a great impact on the usability
of the system [5, 4]. If the system’s response takes too long, it will be difficult
for the user to establish a causal relation between actions and their effects.

Time plays an even more relevant role in emerging interaction techniques and
paradigms. Mobile and wearable devices operate in environments where condi-
tions are continuously changing, but sensing and adapting to changing context,
and accessing remote resources may take time [13]. In mobile applications, pa-
rameters such as quality of service, or even intermittent provision of service,
have a great impact on interaction, and the time dimension is involved when
studying how to design such interfaces. In addition to the use of novel input
devices, multimedia and augmented reality systems usually involve continuous
dynamic information being presented to the users.

Another relevant area is that of supervisory and manual control, where users
operate or control a system in real time. Examples of analysis of this kind can be
found in [22] and [3]. In both cases the pilot interaction with the automation of
an aircraft is analysed regarding the control of the aircraft’s climbing behaviour.
Both approaches use model checking-style tools which are discrete in nature.
[3] discusses how continuous systems can be analysed by a discrete tool using
abstraction. In [8] the use of hybrid automata for the specification and analysis
of continuous interaction is discussed. This type of approach allows for a more
direct representation of the continuous aspects of interactive systems. All the



approaches above tend to concentrate on behavioural aspects of the system,
rather than the representational aspects.

Reasoning about design, in the context of interactive systems, implies reason-
ing about how useful and easy to use those systems will be. Usability evaluation
methods can be divided into two groups (see [16, Part III]):

e Empirical — these rely on building prototypes of the system being devel-
oped and testing them using real users under controlled conditions.

e Analytic — these rely on confronting models of the system with how users
are expected to behave.

Factors influencing the usability of a system range from pure software engineer-
ing concerns to psychological, sociological, or organisational concerns. Hence,
in most situations, only actual deployment of the system will give a final answer
towards its usability. It is somewhat paradoxical, therefore, that in some sit-
uations, namely where safety-critical systems are involved, empirical evidence
might not be enough to support claims about the usability (and safety) of a sys-
tem. Moreover, empirical methods are expensive to apply, and require a lot of
organising and time. Additionally they are difficult to apply in the early stages
of design when most decisions have to be made. Analytic methods fill this gap.
By being based on models of the system, and not requiring a prototype to be
built and placed in a plausible interaction context, analytic methods have the
potential to allow reasoning about the usability of a system to be carried out
early in the design process. Their drawback is that assumptions have to be made
about user behaviour, and the results can only be as good as the assumptions
that are made.

Traditional analytic methods tend to be carried out manually and more or
less informally [16]. This can work in areas where the technology is well known,
and the design of the system is not too complex. However, as new interaction
techniques and paradigms emerge, or as systems become more complex, this
type of approach becomes less likely to deliver.

The use of structured models which are amenable to rigorous analysis during
development can impact system design at two levels:

e the use of rigorous mathematical concepts and notations can help in the
organisation and communication of ideas;

e mathematical models can allow rigorous reasoning about properties of the
system being designed.

Although the modelling process itself can provide valuable insight into the sys-
tem being designed, the possibility of formally reasoning about the models can
bring their use to full fruition. Hence, in recent years formal verification of in-
teractive systems has been an active area of research (see, for example, [15, 2]).

Traditionally, quality will be measured against a set of properties that the
system or artifact must exhibit. Trying to devise a meaningful set of properties,
that should be true of an interactive system in order to guarantee its quality,
is no easy task: there is no magic recipe for easy interactive systems building.
Guidelines are (or, at least, should be) of a qualitative and high level nature,
which means that they are not easy to verify in a rigorous way. They must
first be turned into concrete properties. A typical guideline might be: “Reduce



cognitive load” [20]. Design rules, on the other hand, are about very specific
interface features, which means that formal verification might not be, in many
cases, the best approach. A typical design rule might be: “A menu should
not have more than seven entries”. In a specific design context, whether a
guideline is applicable or not is always debatable. It might even be the case
that, given a specific design context, trying to make the system comply to some
general purpose guideline might be detrimental [21]. This is especially true
when designing for novel interaction techniques and paradigms, which were not
considered when devising currently available guidelines.

In the field of software engineering, lists of properties have also emerged
(see, for example, [23, 11]). However, these tend to be governed mainly by
the specific style of specification being used, and what that style allows to be
expressed. Their relevance towards usability is not always completely clear. In
[1] and in [19], sets of properties of interactive systems that can be checked
automatically are proposed. Again these seem driven more by the capabilities
of the verification formalism used than by pure methodological concerns.

Contributing to this problem is that fact that interactive systems form an
increasingly heterogeneous class of systems. In fact, the only common require-
ment is that the system interacts with a human user effectively. This accounts
for systems from airplane cockpits and control rooms of nuclear power plants, to
mobile phones and set-top boxes. The starting point is simply that the system
will have a user interface. Additionally, the presence of the human user means
that assumptions must be made about the capabilities (physical, cognitive, and
perceptual) of the particular users the system is intended to serve. So, instead
of trying to establish a list of properties, we should try to identify some specific
issues related to interactive systems design, about which the designer might wish
to be assured that the system is satisfactory. We do this by paying attention to
what is generally true of all systems and all users.

We start with a a model proposed in [7] for reasoning about representational
issues. This model provides a means for integrating representational reasoning
into the design process. In [6] we show how the model can be used to reason
about the properties of the interaction between a pilot and a cockpit instrument
during the landing procedure. The analysis was done using a theorem prover
(PVS [18]), and allowed us to uncover a number of assumptions about the sys-
tems that were embedded in the representation of information in the interface.
By taking such a rigorous approach to the analysis of representational issues,
our goal is to provide both a framework for reasoning about representation, and
confidence that reasoning over the abstract design of the system holds at the
presentation level.

[2] expands the model by introducing a more explicit account for actions.
This enables a more explicit consideration of issues such as the relation between
user goals and the actions provided by the interface. Considerations about time,
however, are still not present. In the present paper we go a step forward and see
how time can be incorporated into representational reasoning in order to enable
analysis of the impact of time related issues in the perception the users have of
a system.



3 A Framework for Analysis

Rather than conjecture about users internal representations of time, we wish
to provide a framework which illustrates qualitative differences between design
alternatives. We focus on representations of information in the interface which
change over time, where this change is relevant to the users tasks and activities.

We start with a reworked version of the model proposed by [7] (see Figure
1). From the diagram in Figure 1 it is possible to identify the three basic entities

statesystem

interpretation;ogic,

presentation =

perception

interpretation, ;.|

mental
model

Figure 1: Representational reasoning (basic model)

involved in the interaction:
e functional core — the system state and its operations;
e user interface — the presentation and possible user actions;

e user — the person using the interactive system (building a mental model
of the system and trying to fulfill goals by issuing commands).

The diagram also introduces two basic mappings:

e p — this map expresses the fact that the presentation of the system can
be seen as a reification of the system’s state. In most cases it will be this
mapping (or its outcome) which will be the subject of analysis. Note that
this mapping can be to any combination of modalities.

e perception — this mapping captures what is assumed the user will perceive
of the user interface presentation. It can be seen as a filter which the
user applies to the information presented at the interface, in order to
construct a mental model of the system state. How users will perceive
the user interface will depend on the actual system being analysed. The
type of property and user being considered also has a bearing on what
perception relation to consider. The perceptual capabilities of the user
are very much a human-factors issue. Hence, defining the appropriate
perception relation, for a specific system, becomes part of a process of
discussion between software engineers and human-factors experts, over
the design proposed for that system.



The diagram introduces two additional mappings: interpretation;og; ., and
interpretation .., What these mappings express is that, in order for the pre-
sentation to be found adequate, it must allow the user to build a mental model
which is sufficient for carrying out the required tasks and activities. Because
we are dealing with cognitive issues, assumptions must be made about how the
users interprets the presentation. This is captured by the interpretation, ...
mapping. Both mappings will be dependent of the specific aspect/property
under consideration.

By developing adequate models and mappings for the different aspects iden-
tified by the model it becomes possible to reason about whether the presentation
is an adequate representation of the system in terms of the users’ (assumed) cog-
nitive capabilities. In purely representational terms, an interface is said to be
correct if its presentation enables the user to build an accurate model of the
underlying system state. This can be expressed as:

interpretation, ... (Perception o p(statesystem)) =

interpretation) g (Statesystem) (1)

That is, the user’s mental model of the system matches the system state, in so
far as the model relates to assumptions about what is considered relevant of the
interaction process. The equation above relates to what Norman calls the Gulf
of Evaluation: “the amount of effort that the person must exert to interpret the
physical state of the system” [17].

This basic model is static. No notion of change is present in either the
system state, the presentation, or the mental model. Nevertheless change is an
important factor in the perception process. Interestingly the example used in
[7] deals with perceived change in a progress indicator. In order to perform the
analysis, logical and perceptual operators are used that relate two successive
system states/user mental models, respectively. To better deal with change, [2]
extends the model to accommodate the notions of system operations, interface
actions, and user goals (see Figure 2).

operation

system y
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Figure 2: Representational reasoning (actions)



The new version of the model introduces three additional mappings:

° opera‘cionSystem — system operations map system states to system states.
They are intended to represent the basic functionality of the system.

o actionj,gerface — interface actions map presentations to presentations. Each
interface action will typically be associated with one or a sequence of
system operations. Interface actions can occur as a consequence of user
activity, or as a consequence of a system operation.

e goal — goals map mental models to mental models. They are used to
capture the intentions of the users when using the system. Typically a
user goal will give raise to a number of interface actions being executed.
Additionally, this mapping can be used to capture changes in the user’s
mental model which are caused by changes in the presentation.

In this model change is represented explicitly. It allows reasoning about
Norman’s Gulf of Execution [17]: the distance between what the user wants to
achieve (the goal), and what is possible at the interface.

goaloperceptiono p(statesystem) = perceptionoactioninterface © P(Statesystem) (2)

The equation compares the result of executing an interface action with the goal
the user had in mind. It is also possible to reason about whether the effect of
specific actions or operations matches the user’s goal.

perception o p(statesystem) > perception o p o operationg o (Statesystem) (3)

Where < is a relation on user mental models, capturing the change in presen-
tation which the user should perceive as result of operation operationgygem- In
fact, this model can be used to characterise not only perceptual properties, but
also behavioural ones. Reasoning about whether interface actions and functional
core operations are consistent can be performed by proving that:

perception o actionipgerface © P(Statesystem) =

perception o p o operationgygen, (Statesystem) (4)

This equation expresses the need to verify that related system operations and
interface actions are equivalent in terms of the user’s perception of their effect
on the system.

The model in Figure 2 is biased towards event based systems and it still
does not explicitly account for time. Nevertheless, time can have a vital role in
user perception, especially when we are thinking of systems involving continuous
flows of information between user and system. The analysis in [7] concerns deter-
mining whether the representation used in an information display (a progress
bar) enables the user to perform a task (to detect progress). It does this by
analysing the relationships between two different progress states at the logical
level, and their perceptual representations. This is done using the following
theorem:

Compare-Progress(z,y) = Compare-Bar(p(z), p(y))

where  and y are two system states, Compare-Progress is the system inter-
pretation for the task at hand, and Compare-Bar captures both perception and
mental interpretation.



We note that this property is conceptually different from those above. In
fact, what is being compared here is not simply the effect of operations and
goals (on otherwise static states), but the relations between system states and
user mental models that change over time (not only because of actions). This
is because the progress indicator is a continuous system. Even if there are no
actions affecting it state its state will be changing progressively. Hence, change
should not be directly connected to the concept of action, but to time. In order
to better express this we change the model to that in Figure 3. What the model

operations

_________ statesystem_ _ Ty system
p
_______ presentation_ _ _ 2CtONSinterface
perception
__________ mental _ _ _ _ _ _ _ _ggals
model

Figure 3: Representational reasoning (time)

intends to show is that all three levels change continuously with time. Note that
if we define a number of discrete time slices we will be in the situation of the
previous model, since each time slice can then be seen as an action.

Using this model, the relation between system state and user’s mental model
can be expressed using the following type of equation:

Vi, to - interpretationggicar (System, t1,t2) =
interpretationmenta; (MentalModel, t1,t2)  (5)

What the equation expresses is that the evolution of the user’s mental model over
time must match the evolution of the state of the system. Similar equations can
be written to express relations between the presentation and the system state
or the user’s mental model.

4 A small example

In this section we present an example of how the model introduced in the pre-
vious section can be used to reason about the perceptual properties of a user
interface. We will show that we can use this reasoning to validate design decision
during the early stages of development.

We will consider as an example a number of variations on a small dynamic
information display whose purpose is to keep users informed of the progress
made during the download of information. In many contexts, such as when



using a mobile device, the quality of the connection to the service provider, and
hence the rate of transfer can be expected to vary continuously, particularly if
the user is on the move. Hence, it will be considered as a design goal that the
presentation should enable users to have sufficient perception of the transfer rate
being achieved, and especially of variations in the transfer rate. The question
of what is “sufficient” depends on the tasks and activities in which the user is
engaged - a requirement might be that the user have a reasonable chance of
estimating when the transfer will complete, or whether it is likely to succeed at
all.

A typical interface component used in this type of situation is the use of a
progress bar. Hence, the question to be asked is: how well will a given progress
display design reflect the underlying process (information transfer). In order
to answer that question, and keeping with the model developed in the previous
section, we will develop abstractions for the system performing the download,
for the presentation proposed, and for a user’s mental model capturing what
will be relevant in the context of the task at hand (observing the download
progress).

The system model is presented in Figure 4. The notation used is that of the

Mesg : TYPE = [#Info : Data
Size : Nat#]
DL : TYPE = [#Done : Mesg-list
Current : Mesg x Nat
ToDo : Mesg-list#]
State : TYPE = Time — DL

rateogical ((s : State), (t1, 2 : Time)) : Real =
(progress(s, t2) — progress(s,t1))/(t2 — t1)

progress((s : State), (¢ : Time)) : Nat =

size(m)) + 72 (Current(s(t)))
m in Done(s(t))

Figure 4: System model

PVS tool. First, messages (units of information to be transferred) are defined
as having information and size. DL represents the state of the system at a given
moment in time. Information kept is the list of messages already downloaded,
the download state of the current message, and a list of the messages still to be
downloaded. The state of the system is defined as a mapping from time to DL.

The interpretation for the download rate at the logical level is also provided.
As would be expected, the download rate between any two time instants ¢; and
t, is calculated by the division of the amount of information downloaded in the
period t; to t2 by the elapsed time between the two instants.

As stated previously, we will use a progress bar for the presentation. The
model for that presentation is introduced in Figure 5. The progress bar is mod-
elled by two natural numbers. One number representing its size, and another
number representing the amount of the progress bar that has been filled. The
p mapping is also defined. The size of the progress bar will be some predefined



ProgressBar : TYPE = [#Size : Nat
Filled : Nat#]
Presentation : TYPE = Time — ProgressBar

p((s : State)) : Presentation = At : Time,
(#pbsize,
o (Current(s(t))) bsiz
(len(Done(S(t))) + Sizefm(léuirenz(s(t))))) X len(Done(s(t)))p—l-f+;}en(ToDo(s(t)))#)

Figure 5: Presentation

constant pbsize. To calculate the amount of the progress bar filled a strategy is
used which (by empirical observation) is in use by a number of current applica-
tions. The percentage of the progress bar filled will be proportional to the sum
of the percentages of the files downloaded.

Finally, Figure 6 introduces the mental model abstraction that will be used.

DLp : TYPE = [#Done : Real#]
MentalModel : TYPE = Time — DLp

perception((p : Presentation)) : MentalModel =
At : Time.(#Done(p(t))/Size(p(t))#)

ratemental ((mm : MentalModel), (¢1,t> : Time) : Real =
(Done(mm(ts)) — Done(mm(t1)))/(t2 — t1)

Figure 6: Mental model

In this case we are considering only the amount the user will perceive as being
the percentage of download accomplished at each moment. The interpretation
for download rate at this level is also provided. The definition is similar to that
of the system level. The download rate between every two instants will be the
amount of progress done in the time interval, divided by the time interval.
Having defined the three levels, we now go on to analyse the proposed design.
In order for the interface to provide a sense of continuity, the presentation must
provide the user with a sense of change that matches the download rate at the
system level. This condition can be expressed by the following equation:

Vt1 ,tz s8 : ratelogical (57 tl ) t2) = ratemental (perception(p(s))7 tl ) t2)

If we proceed to attempt a proof of the above theorem, it is easy to see that,
even for the case when the same message is being downloaded at both ¢; and
ta2, and when the total number of messages does not change between t; and ¢y
(1), the above is true only when:

1
- len(Done(s(t))) + 1 + len(ToDo(s(t)))

vt:Time,s:State - Size (771 (Current(s(t))))

What this shows is that all messages must have the same size. This happens
because the logical model works on a message by message basis, while the in-
terface attempts to give the users a sense of the download as a unit. Since from
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the system’s perspective the progress bar is divided in as many equally sized
chunks as the number of messages being downloaded, smaller messages will give
the user the perception of faster download rates, while larger messages will give
the users the perception of slower download rates (see Figure 7). This reasoning

slower ) faster

bar : c !

constant transfer rate

Figure 7: Progress bar vs. file sizes

can be easily validated by proving the following theorem:

ratemental (perception(p(s)), t1,t2) 7# ratementa (perception(p(s)), ts,ts)

for all ¢1, t2 and t3, t4 such that ¢; are ¢t are two instants in the download of
a message, and t3 and t4 are two instants in the download of another message,
and the sizes of both messages differ.

One solution to the problem above would be to compute the size of all
messages in advance and allocate chunks of the progress bar proportionally to
the sizes. This implies knowing in advance the size of all messages that will
be downloaded. This is clearly an unreasonable assumption in most settings,
but particularly in the context of a user interface where the data is likely to be
mixed-media and multimedia documents and information resources. If redesign
of the underlying system is not an option, then the solution must be found
by redesign of the presentation level alone. So let us consider two alternative
designs. Both will be based around the idea of a presentation split into two
percepts. One possibility would be to have one component display how many
files have been downloaded out of the total number of files, the other stating
how much of the current file has been downloaded. An alternative would be
to have one percept to give a continuous indication of transfer rate or signal
quality, since this is the basic variable indicating performance, along with other
to for the overall progress.

In comparison with the initial design, the presentation for the first alternative
(see Figure 8) will more accurately represent the system’s state (namely, the
current transfer rate), and it will not mislead the user into thinking that the
state of the progress bar reflects the amount of data still to be downloaded. It
will allow users to have a more accurate notion of variations in the transfer rate,
while keeping an overall notion of the amount of progress done.

In the typical usage scenario of a mobile or wearable device, however, the
design in Figure 8 will still present some problems. In a mobile usage scenario
the transfer rate will vary according to the quality of the connection established
with the central system. As the connection quality increases, so will the transfer
rate that is attainable. It is therefore common for users to be aware of for areas
of greater connection quality/higher transfer rate. The problem with the design
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Figure 8: An alternative design

in Figure 8 is that it reflects the transfer rate on a message by message basis
only. For each message, the change in the “current message” progress bar will
match the transfer rate. However, for the same transfer rate, the progress bar
will move faster for smaller messages than for longer messages. This does not
support the long term task of looking for higher transfer rates, particularly when
a large number of messages must be downloaded.

Since the real goal of the users will be to achieve higher transfer rates, and
this is related to the quality of the connection, an alternative design would
be to give at the interface, not at indication of the transfer rate, but of the
connection quality that determines it. This is shown in Figure 9. In this case

constant
quality
progress ( )
bar | 4
files Y I i

constant transfer rate

Figure 9: Another alternative design

the design uses a bar graphic percept indicating the strength of the connection
being established, and a progress bar to give a general idea of the progress of
the download process.

This last design alternative will give users a better qualitative indication of
the quality of the download process, while still giving some indication of the
overall progress. In particular it gives good indication of instantaneous progress
(at each instant is is possible to have an idea of the transfer rate at that mo-
ment). The design, however, is still not without problems. As discussed above,
the progress bar is not an accurate representation of the overall progress of the
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download process. This is due to limitations at the level of the system’s design.
Since this design was motivated mainly by the users’ need to be aware of higher
transfer rates, the limitation might be found acceptable. It does mean, however,
that the user might need to resort to the connection quality information pre-
sented to more accurately assess the amount of transfer being achieved within
a period. Since this cannot be achieved by means of a simple perceptual oper-
ation, this must be done by (mentally) integrating quality over time. This is
demanding both in terms of mental effort, and attention required to adequately
sample the display.

In general this type of operation can be expected to work if quality varies
slowly, but problems will arise if quality varies very quickly (what “slow” and
“quick” mean in this context is a matter for discussion with human-factors
experts). In that case users will be placed under high attentional and cognitive
demands, and it can happen that correct assessment of the amount of transfer
cannot be achieved. This, in turn, means that correct assessment of whether
the overall quality of the transfer is increasing or decreasing will not be possible
when quality varies very quickly.

In summary, this second alternative design procides a straightforward repre-
sentation of instantaneous progress, and gives good indication of overall progress
(or progress over a time interval) only when changes in the connection quality are
slow. The previous alternative design gives no easy indication of instantaneous
progress, but gives good indication of overall progress, unless a large number of
messages with varying sizes is being downloaded. In which case overall progress
might also be difficult to achieve.

This discussion gives an idea of the sort of tradeoffs and problems that must
be considered and addressed when designing system with a continuous compo-
nent. It also shows how the model proposed in Section 3 can be used to reason
about representational aspects in the presence of time considerations. Addi-
tional design alternatives could of course be considered and analysed in similar
manner. While it is always tempting to simply add more information (per-
cepts), the limited “real estate” in many ubiquitous devices motivates careful
consideration of the prepresentational aspects of a display with respect to the
user’s tasks and activities.

5 Conclusions

The manner in which information is presented in an interactive system has a
profound affect on our ability to perceive and reason about that information.
This issue is even more vital in future computing systems, where the technology
and form factor have an effect on available modalities. Furthermore, the variety
of environments and situations of use (which may not always be amenable to a
given form of interaction) add further constraints and challenges, many of which
are time-related. Given that dynamically sensed information is a central part
of many ubiquitous computing applications, dynamic information displays will
be increasingly common. The constraints imposed by the physical form factors
motivate careful design of these displays.

In previous work we have examined the issue of representational reasoning
[7, 6]. Such work, however, did not explicitly take time into consideration.
Nevertheless time is be an important factor in the interaction process between
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the user and the system. In this paper we have taken a first step towards the
inclusion of time into representational reasoning.

We have shown with an example how the model proposed can be used to
reason about representational aspects where time considerations are at stake.
By using rigorous analysis, it is possible to uncover assumptions concerning
interaction and perception, which are implicitly made during the design of the
interface. In the example, the problems concerned a mismatch between system
level progress, defined on a message by message basis, and an interface which
attempts to give users a sense of the download as a unit. Having found a problem
with the initial design, alternative designs were considered. The example has
shown how considerations about the users’ goals, and scenarios of usage, can help
in analysing alternative design options. The discussion of the alternatives also
shows that while the use of rigorous proofs can help in reasoning about design,
it does not tie the designers to its use. In this case the consideration of the
two alternatives was informed by the results of the proof performed previously,
but did not require a repetition of the process. Nevertheless, rigorous analysis
can be used whenever deemed useful to validate specific aspects of the rationale
behind a design decision.

One important aspect of the use of rigorous approaches is the possibility of
providing automated support for the reasoning process. In this case we have
performed all the reasoning in the context of first order propositional logic,
which allows us to use readily available tools. This also removes a significant
barrier to understanding by non-specialists,

This paper has concentrated in issues of perception and time. One area of
work which is not addressed is reasoning about behavioural properties when
time is involved. Initial work in this area was done in [8], we plan to address
this issue in future work. We would also like to investigate application areas
such as mobile support for navigation (as might be found in a modern car).
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